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Abstract—Working with models can lead to inconsistencies
due to erroneous or contradictory actions during concurrent
modeling processes. Modern modeling environments typically
tolerate inconsistencies and support their detection. However, at a
later stage of development, models are expected to be consistent,
which means that their inconsistencies should be considered and
resolved. The process of resolving model inconsistencies is usually
referred to as model repair. Our approach to model repair is
semi-automatic in the sense that the system computes appropriate
paths for repair and the modeler decides which path to go.
What is special about our approach is that the repair process
can register every small improvement in the model. This allows
the interaction with the user to be optimized, resulting in an
approach with a high level of automation on the one hand and
flexible configuration options on the other. The approach is able
to provide all possible repair plans that do not have side effects,
i.e., the computed repair plans do not inadvertently introduce
a new inconsistency into the model so that a consistent model
cannot be achieved after the repair. Since models often have a
graph-like structure, we present our approach to model repair
based on graphs. Our approach is completely formal and uses the
algebraic graph transformation approach to show its correctness.

Index Terms—model repair, graph repair, consistency con-
straint, graph transformation, graduated consistency

I. INTRODUCTION

Working with models can lead to inconsistencies due to
erroneous or contradictory actions in modeling processes,
especially in concurrent processes. Modern modeling envi-
ronments should tolerate inconsistencies and support their
detection [1], [2]. However, at a later stage of development,
models are expected to be consistent, which means that
their inconsistencies should be detected and resolved. The
process of resolving model inconsistencies is usually referred
to as model repair. There are many different approaches
to model repair; the approaches previously examined were
compared using a feature-based classification of model repair
approaches [3]. That article points out that “most techniques
do not provide guarantees regarding the functional semantics
of the model repair procedures”.

There are rule-based approaches that generate repair rule
sequences for each inconsistency of a model such as [4] and
the user can choose one of the computed repair plans. If
two model repairs are in conflict, the repair of one model
inconsistency may lead to a new inconsistency as a side effect
so that repairs have to be taken back or even a consistent

model cannot be achieved after the repair. It is interesting to
determine a class of consistency constraint sets where such
side effects cannot occur.

Since models are typically based on a graph structure, graph
repair approaches can in principle also be used for model
repair. Graph repair approaches usually have the advantage that
they are formal and thus precisely defined. There are several
approaches to graph repair for first-order graph constraints
or certain subsets thereof that are correct, i.e. always return
consistent graphs [5]–[11]. The used repair algorithm may
be non-terminating if there are graph repairs for several
constraints that influence each other. We are interested in
finding a characterization of consistency constraint sets such
that there is a terminating graph repair algorithm that always
returns a consistent graph. Ideally, this algorithm is fast in the
sense that it does not need backtracking.

Our approach is fully formal and uses the algebraic graph
transformation approach [12], [13]. We use a restricted form
of nested graph constraints [14] to specify graph consistency.
Constraints of this form use alternating quantifiers and do not
contain Boolean operators. Graph updates are rule-based and
use the algebraic graph transformation approach. Our approach
to graph repair is also rule-based and uses so-called repair
rules. If a set of constraints is such that repairing one constraint
cannot entail a new violation, the constraint set is circular
conflict-free. This property can be checked statically for a
given set of constraints. We show that a graph can always
be repaired such that the resulting graph is fully consistent if
the constraint set is circular conflict-free. The repair rules can
be automatically computed and selected by the modeler. Our
repair approach is efficient in the sense that no backtracking
is needed.

The paper is organized as follows: Sections II and III
present the formal basis for graphs and graph constraints.
Consistency checks are defined in Section IV. Graph updates
are formalized as graph transformations in Section V. The
proper repair algorithm is presented in Sections VI and VII.
The paper concludes with the related work in Section VIII and
a conclusion in Section IX.

II. GRAPHS

Since models generally have an underlying graph structure,
we present our approach based on graphs. More precisely, we
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work with typed graphs as introduced for graph transformation
in [12], [13]. The nodes of a graph represent objects that can be
attributed with data values, and the edges of a graph represent
object references.

Definition 2.1 (Graph [13]). A graph G = (GV , GE , sG, tG)
consists of a set GV of nodes, a set GE of edges and two
mappings sG : GE → GV and tG : GE → GV that assign the
source and target nodes for each edge of G. If a tuple as above
is not given, the set of nodes is denoted by GV and the set of
edges by GE .

In the following, we will assume that a graph is always
finite, i.e., the set of nodes and the set of edges are finite.

Definition 2.2 (Graph morphism [13]). Given two graphs
G = (GV , GE , sG, tG) and H = (HV , HE , sH , tH), a graph
morphism f : G → H consists of two mappings fV : GV →
HV and fE : GE → HE that preserve the source and target
functions, i.e., fV ◦ sG = sH ◦ fE and fV ◦ tG = tH ◦ fE .

A graph morphism is called injective (surjective) if both
mappings fV and fE are injective (surjective). We denote
an injective morphism by f : G ↪→H . An injective graph
morphism f : G ↪→H is called inclusion if fE(e) = e for
all e ∈ GE and fV (v) = v for all v ∈ GV .

Definition 2.3 (typed graph and typed graph morphism [13]).
Given a graph TG, called the type graph, a typed graph
over TG is a tuple (G, type) which consists of a graph G
and a graph morphism type : G → TG. Given two typed
graphs G = (G′, type1) and H = (H ′, type2), a typed graph
morphism f : G→ H is a graph morphism f : G′ → H ′ such
that

type2 ◦ f = type1.

:Account

id

:Client

name

:Portfolio

has

associates has

Fig. 1: Type graph

Example 2.1. Throughout this paper, we use a running exam-
ple from the banking domain. The type graph TG is shown in

c1:Client

name = Bob

a1:Account

id = 1

c2:Client

name = Alice

a2:Account

id = 2

c3:Client

name = Peter

p:Portfolio

a3:Account

id = 3

has

has has

has

associates

has

Fig. 2: An instance graph typed over the graph in Fig. 1

Fig. 1. It represents the structure of a simple banking example
consisting of Clients, Accounts and Portfolios. The edges
denoted by has and associates assign an Account or Portfolio
to its owner and an Account to the Portfolio it is connected
to, respectively. Each Client has an attribute representing its
name and each account has an attribute representing its id.
The attribute values can be represented by a special kind of
node and an edge between an object node and a value node
can be interpreted as an attribute. Typed graphs can already
cover a simple attribution concept where attributes are only set
and not set. For a more powerful concept of attribution that
also supports the computation of attribute values, we refer the
interested reader to [13] for one possible such formalization.

A graph typed over TG is shown in Fig. 2. The morphism
type is implicitly given by the type information in the nodes
and on the edges.

III. CONSTRAINTS

To formulate consistency conditions for graphs, Habel and
Pennemann introduced nested graph conditions in [14]. The
class of nested graph conditions forms a first-order, two-valued
logic for graphs [14], [15]. When being used for formalizing
invariants, they are called nested graph constraints. Radke et
al. have shown in [16] that most of OCL (i.e., almost all of
the first-order, two-valued part of OCL) can be translated into
nested graph constraints.

Since our new repair approach for general nested graph
constraints is too extensive to present in this paper, and our
approach can well be demonstrated using simple constraints,
i.e., constraints with nesting level less than or equal to 2, we
will only consider constraints of the following forms in the
remainder of this paper:

Definition 3.1 (simple graph constraints (special form of
nested graph condition in [14])). A simple graph constraint
is one of the following forms:

• ∀(P,false)
• ∀(P,∃(Q,true)) so that there is an inclusion

iP : P ↪→Q

The nesting level, denoted by nl(c), of a simple constraint
c is defined as:

• nl(true) = nl(false) = 0.
• nl(∀(P, d)) = nl(∃(P, d)) = nl(d) + 1.

Note that these forms also cover constraints of the form
∃(P,true), since this constraint can be transformed into
the equivalent constraint ∀(∅,∃(P,true)). The theory for
constraints with nesting levels higher than 2 can be found
in [17].

Example 3.1. A set of simple constraints is shown in Fig. 3.
The inclusions of constraint graphs are not explicitly shown
but can be deduced from the node identifiers. For example,
the node denoted by c in the first graph of c1 is mapped to
the node denoted with c in the second graph of c1. Intuitively,
the constraints have the following meanings:

• c1: Each Client has at least one Account.



c1 = ∀ ( c:Client ,∃ ( c:Client a:Account
has , true))

c2 = ∀ ( c1:Client a:Account c2:Client
has has , false)

c3 = ∀




c:Client

p:Portfolio a:Account
associates

has ,∃




c:Client

p:Portfolio a:Account
associates

hashas , true






c4 = ∀
(

p1:Portfolio a:Account p2:Portfolioassociates associates , false
)

c5 = ∀
(

a1:Account a2:Account
id = x id = x

, false
)

Fig. 3: Constraints used throughout the examples.

• c2: No Account is assigned to two different Clients.
• c3: If an Account is associated to a Portfolio, then both

belong to the same Client.
• c4: No Account is contained in two different Portfolios.
• c5: There are no two different Accounts with the same

id, i.e., the id of an Account is unique.
This set of constraints is useful for a simple banking model,
and we can think of more constraints, even for this simple
model. Another constraint would be, for example, that clients
may not have a portfolio without an account.

Let us now introduce the semantics of simple graph con-
straints and sets of these. For the remainder of this paper we
will assume that a set of constraints C is always finite.

Definition 3.2 (semantic of simple graph constraints). Given
a graph G and a simple graph constraint c, then G satisfies c,
denoted by G |= c, if

• c = ∀(P,false) and there is no morphism p : P ↪→G
• c = ∀(P,∃(Q,true)) and for all morphisms p : P ↪→G

there is a morphism q : Q ↪→G with p = q ◦ iP .
A graph G satisfies a set of constraints C if G |= c for all
c ∈ C.

Example 3.2. Consider the constraints given in Fig. 3 and
the graph G given in Fig. 2. The graph satisfies c1, each
Client is connected to an Account. It does not satisfy c2, the
Account with id 1 is assigned to the Clients “Bob” and “Alice”.
Also c3 is not satisfied, Client “Peter” is connected to the
Account with id 3 which is connected to a Portfolio, but Client
“Peter” is not connected to that Portfolio. Constraints c4 and
c5 are both satisfied, no Account is associated to two different
Portfolios and each Account has a unique id. Therefore, if
C = {c1, c2, c3, c4, c5}, then G ̸|= C.

To repair a graph later on, we first search for violating pat-
terns in the graph. Each constraint violation can be identified
by the existence of a violating morphism.

Definition 3.3 (violating morphism). Let a graph G and a
constraint c be given. If

• c = ∀(C1,false), each morphism p : C1 ↪→G is a
violating morphism;

• c = ∀(C1,∃(C2,true)), each morphism p : C1 ↪→G
such that p ̸|= ∃(C2,true) is a violating morphism.

I1

c:Client

a:Account

I2

c:Client

a:Account

has

Fig. 4: Intermediate graphs for constraint c1.

IV. CONSISTENCY CHECKS

To support an appropriate repair of graphs, we will identify
a constraint violation as precisely as possible. This means that
a constraint is not simply violated or not but can be more or
less violated depending on which part of the constraint cannot
be satisfied. Thus, we introduce a more fine-grained notion of
violation. It allows to detect the degree of consistency of a
given constraint in a graph and to identify even the smallest
action that leads to an increase in consistency, namely the
insertion or deletion of single edges or nodes. A first definition
of such a graduated notion of consistency of graphs was given
in [18]. The following definitions extend the formalization
from [18] in such a way that it is not only possible to count
violations but also to distinguish their severity.

A prerequisite for the detection of constraint violations is the
notion of intermediate graphs. A graph C is an intermediate
graph of two graphs G and H if it lies in between G and H ,
i.e., it is a subgraph of H and G is a subgraph of it.

Definition 4.1 (subgraph [19]). Given two graphs G and H ,
G is a subgraph of H if there is an inclusion morphism
f : G ↪→H . G is called a proper subgraph of H if f is not
surjective, i.e., G ̸= H .

Definition 4.2 (intermediate graph). Given two graphs G and
H such that G is a proper subgraph of H , a graph G′ is called
an intermediate graph of G and H if G is a proper subgraph
of G′ and G′ is a subgraph of H . The set of intermediate
graphs between G and H is denoted by IG(G,H).

Example 4.1. For the constraint c1 shown in Fig. 3, the
intermediate graphs of the first and the second graph of c1
are shown in Fig. 4.



To decide whether transformations have increased or de-
creased the consistency level of a constraint, graphs of the
constraint are replaced by certain intermediate graphs.

Definition 4.3 (number of violations). Given a graph G and
a constraint c, the number of violations of c in G, denoted by
nv(c,G), is defined as:

• If c = ∀(C,false):

nv(c,G) = |{q | q : C ↪→G}|

• If c = ∀(C, ∃(P,true)):

nv(c,G) =
∑

q : C ↪→G

|{I ∈ IG(C,P ) | q ̸|= ∃(I,true)}|

Example 4.2. Consider the graph G given in Fig. 2 and the
constraints given in Fig. 3. As discussed in Example 3.2, G
satisfies c1, c4 and c5. One sees easily that the satisfaction of
a constraint implies that the number of violations is equal to
0 and therefore, nv(c1, G) = nv(c4, G) = nv(c5, G) = 0.
For c2, we get nv(c2, G) = 2, since the Account with id 1
is assigned to more than one Client. In fact, it is associated
with exactly two Clients. So there are two morphisms from the
graph of c2 to G. For c3, there is only one morphism p from
the first graph of c3 to G involving Client “Peter”, the Account
with id 3 and the Portfolio node. The set of intermediate graphs
of c3 contains only the second graph of c3. Since p cannot be
extended to this intermediate graph, we get nv(c3, G) = 1.

V. UPDATES

Models can generally be updated by simply changing the
state or by applying defined operations. This mainly depends
on the type of model editor used. Most diagram editors support
basic editing operations where model elements can be created
from a palette and relationships between elements are inserted
so that no hanging relations can occur. The application of such
editing operations can be easily used to derive a delta between
subsequent model states. Both types of model update can be
formalized on the basis of graphs, and the application of edit
operations can be specified using graph transformations.

In the following, we recall the algebraic approach to graph
transformation presented in [12], [13].

Definition 5.1 (graph transformation rule [13]). A graph
transformation rule ρ = L

l←−↩ K r
↪−→ R consists of graphs

L,K and R and inclusions l : K ↪→L and r : K ↪→R.

Example 5.1. The graph transformation rules being used
in our example are shown in Fig. 5. They are presented
in a compact notation used in Henshin [20], where deleted
elements are coloured in red, created elements are coloured
in green and preserved elements are coloured in grey (and all
elements are additionally stereotyped according to their role).
According to Definition 5.1, the left-hand side L contains the
elements coloured in red and grey, the context K contains the
elements coloured in grey, and the right-hand side R contains
all elements coloured in grey and green. These rules can be

Fig. 5: Graph transformation rules used in the examples.

seen as a specification of selected editing operations for a
simple domain-specific modeling language in banking.

In the following, we will recall the definition of a graph
transformation. For simplicity, despite the common definition
of graph transformations using the double-pushout approach
(DPO) based on the concept of pushouts from category theory,
we will present a more constructive definition based on set
theory, which has been shown to be equivalent to the definition
using the DPO when dealing with graphs [13].

When a transformation rule is applied to a graph, all nodes
and edges of L \K that match to the graph are deleted, and a
copy of all nodes and edges of R \K is added to the graph.

Definition 5.2 (graph transformation [13]). Let a graph G,
a rule ρ = L

l←−↩ K
r

↪−→ R and an injective graph
morphism m : L ↪→G be given. A transformation t, denoted
by t : G =⇒ρ,m H , via ρ at m can be constructed as follows:

1) Delete all nodes and edges of L that do not have a preim-
age in K, i.e., construct the graph D = G\m(L\l(K)).

2) Add all nodes and elements of R that do not have a
preimage in K, i.e., construct the graph H = D∪̇R \
r(K), where ∪̇ denotes the disjoint union.

If and only if D is a graph, i.e., it does not contain any
dangling edges, ρ is applicable at m and m is called match.
By construction D is a subgraph of both, G and H . Therefore,
there are inclusions g : D ↪→G and h : D ↪→H which we call
transformation morphisms.



c1:Client

name = Bob

a1:Account

id = 1

c2:Client

name = Alice

c3:Client

name = Peter

p:Portfolio

a3:Account

id = 3

has
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Fig. 6: Graph after applying the rule deleteAccount (Fig. 5) to
the graph in Fig. 2.

Example 5.2. Consider graph G given in Fig. 2 and the rule
deleteAccount given in Fig. 5. There is an injective morphism
from the left-hand side of deleteAccount to G, where the Client
node is mapped to Client “Bob”, the Account node to the
Account with id 2 and edge to the corresponding edge that
lies in between them. When deleteAccount is applied at this
match, we obtain the graph H in Fig. 6.

Rule deleteAccount is not applicable at the morphism that
maps the Client node to Client “Bob” and the Account node to
the Account with id 1. The deletion of the Account would
produce a dangling edge of type has originating in Client
“Alice”.

Graph transformations can, in particular, be used for repair-
ing models. In this case, we are interested in knowing whether
the consistency increases continuously in a repair process.
In the following, we introduce two special forms of graph
transformation that are related to the consistency of a given
constraint.

Definition 5.3 (Consistency-increasing and consistency-main-
taining transformation). Given a constraint c, a transformation
t : G =⇒ H is called consistency maintaining w.r.t. c if

nv(c,H) ≤ nv(c,G).

The transformation is called consistency increasing w.r.t. c if

nv(c,H) < nv(c,G).

These notions of transformation allow new violations to be
introduced as long as enough violations are also deleted. In
certain cases, it is necessary to ensure that no new violations
are introduced at all. To reflect this, we introduce the even
stricter notions of direct consistency-increasing and direct
consistency-maintaining transformations.

Definition 5.4 (direct consistency-increasing and -maintaining
transformation). Given a transformation t : G =⇒ H and a
constraint c, the transformation t is called direct consistency-
increasing (direct consistency-maintaining) w.r.t. c if it is
consistency-increasing (consistency-maintaining) w.r.t. c and
does not introduce any new violations of c. A rule ρ is direct
consistency-increasing (direct consistency-maintaining) w.r.t. c
if all the transformations applying ρ are.

By definition, a consistency-increasing transformation is
also consistency-maintaining; a direct consistency-increasing
(direct consistency-maintaining) transformation is also
consistency-increasing (consistency maintaining). For a
more detailed comparison of these notions to the kinds of
transformations introduced in [14] and [18] we refer to [17].

Example 5.3. The transformation t : G =⇒ H , as described in
the Example 5.2, is a direct consistency-maintaining transfor-
mation with respect to all constraints. The constraints c1, c4
and c5 are still satisfied in H , nv(c2, H) = nv(c3, H) = 1
and no new violations of c2 and c3 have been introduced. A
transformation t′ : G =⇒ H ′ via the rule unassignAccount,
which matches to the Clients “Bob” and “Alice” and the
Account with id 1 and removes the has-edge between “Alice”
and the Account, is direct consistency-increasing with respect
to c2, since H ′ |= c2.

VI. REPAIR PREPARATION

Before we present our graph repair algorithm, we need some
prerequisites. These are mainly a characterization of constraint
sets that are satisfiable and that can be repaired in a certain
order one after the other, so that no repair cycles occur. Such a
cycle can occur when the repair of some violations adds new
violations to the graph from constraints whose violations have
already been repaired.

Definition 6.1 (conflict within a constraint). Let a constraint
c = ∀(P,∃(Q,true)) be given.

1) The graph P causes a conflict for Q if a deletion
of an occurrence of P can also delete an occurrence
of Q without deleting the embedded occurrence of P ,
i.e., there is an intermediate graph C ∈ IG(∅, P ) such
that the rule ρ = P ←−↩ C ↪−→ C is not a direct
consistency-maintaining rule w.r.t. ∃(Q,true).

2) The graph Q causes a conflict for P if the creation of
an occurrence of Q at an already existing occurrence of
P can introduce a new occurrence of P , i.e., the rule
P ←−↩ P ↪−→ Q is not a direct consistency-maintaining
rule w.r.t. ∀(P,false).

Definition 6.2 (circular conflict-free constraint). A constraint
c is called circular conflict-free if

• c = ∀(P,false) or
• c = ∀(P,∃(Q,true)) and P does not cause a conflict

for Q or Q does not cause a conflict for P .

Example 6.1. Consider constraint c3 = ∀(C1,∃(C2,true))
given in Fig. 3. An insertion of an has-edge between the Client
and Portfolio nodes of an occurrence of C1 will never introduce
a new occurrence of C1. Hence, c3 is circular conflict-free. In
fact, all constraints shown in Fig. 3 are circular conflict-free.

The core concept of our repair algorithm is that of a repair
sequence, i.e., a transformation sequence that repairs a con-
straint violation in a minimal context. In the repair algorithm,
rules derived from repair sequences, so-called derived repair
rules are applied at violating morphisms. For constraints of



the form ∀(C,false) or ∀(C, ∃(P,true)) we are looking
for a repair sequence that does not delete any nodes in the
occurrence of C. (Please note that edges in the occurrence of
C may be deleted.)

We leave open which repair rules to use and where they
might come from. In [8]–[11], Habel and Sandmann derive
the repair rules from the constraint graphs. By identifying
a missing or too large graph part, a rule can be determined
that performs exactly the desired action. Another possibility
is to consider basic editing operations as they occur in model
editors and to specify these operations as rules.

Definition 6.3 (repair sequence). Let a set of rules R and
a condition c over a graph C be given. A transformation
sequence

C =⇒ρ1
G1 =⇒ρ2

. . . =⇒ρn
Gn

via rules ρ1, . . . , ρn ∈ R is a repair sequence for c via R if
Gn |= c and no node of C is deleted. If the repair sequence
does not delete any elements of C, we call it an inserting
sequence and otherwise a deleting sequence.

There are two kinds of repair sequences for a constraint of
the form ∀(C, ∃(P,true)). One sequence that inserts a new
occurrence of P at C, and one that destroys an occurrence of
C. Constraints of the form ∀(C,false) can only be repaired
by destroying occurrences of C. We can do so by deleting
edges of the occurrences of C. The requirement that no node
of C is deleted ensures that the sequence is applicable to any
violating morphism of the constraint, regardless of the context
in the graph to be repaired [17].

Example 6.2. Consider constraint c1 (Fig. 3). One application
of the rule insertAccount at the first graph of c1 forms a repair
sequence for c1, since the resulting graph satisfies c1 and no
element of the first graph of c1 is deleted. An application of
the rule createAccountAndClient in Fig. 7 forms another repair
sequence for c1. However, this application would introduce a
side effect, i.e., a new violation of c2.

Fig. 7: Rule createAccountAndClient.

To determine a suitable rule set for repairing a constraint
violation, we check whether there is at least one repair
sequence for that constraint via a given set of rules. Then,
this rule set is a repair rule set. We have briefly discussed
above the kinds of rules that are promising for this task.

Definition 6.4 (repair rule set). Given a set of rules R and a
constraint c, then R is called a repair rule set for c if there is
a repair sequence for c via R. R is a repair rule set for a set
of constraints C if R is a repair rule set for each c ∈ C.

Given a repair rule set R for a circular conflict-free con-
straint c, any graph can be repaired via R in our approach.
However, there may also be cases where R is not a repair rule
set, but G can still be repaired via R.

Example 6.3. The rule set R = {insertAccount,
unassignClient, assignPortfolio} forms a repair rule set for
c1, c2 and c3. For constraints c4 and c5, there is no repair rule
set using the rules in Fig. 5, since no rule is able to delete an
Account that is associated with a Portfolio or an edge between
an Account and a Portfolio.

For the definition of conflicts between different constraints,
we look for repair sequences that are not consistency-
maintaining. To decide this, we summarize a repair sequence
in a derived rule [13], here derived repair rule. To define a
derived repair rule, we use the track morphism of a transfor-
mation, which allows us to track elements of the original graph
into the resulting graph of the transformation [21].

Definition 6.5 (track morphism [21]). Given a transformation
t : G =⇒ H with the transformation morphisms g : D ↪→G
and h : D ↪→H , the track morphism of t, denoted by trt :
G 99K H , is a partial morphism defined as

trt =

{
h(g−1(e)) if e ∈ g(D)

undefined otherwise.

The construction of derived repair rules is a special case
of the construction of derived spans, which allows to derive
a rule, given a sequence of transformations, which can be
used to transform the first graph directly into the last graph of
the sequence, i.e., there is a transformation t : G1 =⇒ρ Gn

where G1 is the first, Gn the last and ρ the derived rule of
the sequence [13].

Definition 6.6 (derived repair rule [13]). Let a repair sequence

C
t1=⇒ρ1

G1
t2=⇒ρ2

. . .
tn=⇒ρn

Gn

for a constraint c be given. The derived repair rule ρ of this
sequence is constructed as follows:

1) If the sequence is an inserting sequence,

ρ := C
id←−↩ C

trtn ◦...◦trt1
↪−→ Gn.

2) If the sequence if a deleting sequence,

ρ := C
i1←−↩ C ′ i2

↪−→ Gn

where C ′ = trtn ◦ . . . ◦ trt1(C) and i1 and i2 are the
inclusions of C ′ in C and Gn respectively.

As there is usually not only one constraint that can cause
violations but a set of several constraints, we also have to
consider the interrelationships between repairs of the different
constraints, which can also lead to conflict situations.

Definition 6.7 (conflict between constraints). Given a set of
constraints C and a repair rule set R for C, constraint c causes
a conflict for constraint c′ if there is a repair sequence for c



c1 c2

c3

(a) Conflict graph of C w.r.t. R.

c1 c2

c3

(b) Conflict graph of C w.r.t. R′.

Fig. 8: Conflict Graphs.

via R such that the derived repair rule of this sequence is not
a direct consistency-maintaining rule w.r.t. c′.

In order to easily see whether there are circular conflicts
between constraints, we use a conflict graph that represents
each constraint as a node and each conflict between two
constraints as an edge. A circular conflict is then represented
as a cycle in the conflict graph.

Definition 6.8 (conflict graph, circular conflict freeness).
Given a rule set R and a constraint set C, the conflict graph
of C w.r.t. R is constructed in the following way: There is a
node for each constraint c ∈ C. If c causes a conflict for c′

w.r.t. R, there is an edge e with s(e) = c and t(e) = c′.
A constraint c causes a transitive conflict for c′ w.r.t. R if

the conflict graph contains a path from c to c′. C is circular
conflict-free w.r.t.R if every constraint of C is circular conflict-
free and no constraint of C causes a transitive conflict for itself
w.r.t. R.

In other words, a constraint set C is circular conflict-free
w.r.t. R if its conflict graph w.r.t. R is acyclic.

Example 6.4. Consider the constraint set C = {c1, c2, c3}
and the set of rules R = {unassignAccount,
insertAccount, assignPortfolio}. There is a conflict from
c2 to c1. An application of unassignAccount also leads
to a destruction of an occurrence of the second graph
of c1. There are no further conflicts, so C is circular
conflict-free w.r.t. R. If we consider the rule set R′ =
{unassignAccount, createAccountAndClient, assignPortfolio},
there is an additional conflict between c1 and c2. An
application of createAccountAndClient is a repair sequence
for c1 but also introduces a new occurrence of the first graph
of c2. Hence, C has an circular conflict w.r.t. R′. Both conflict
graphs are shown in Figure 8.

Given a set of constraints C and a set of repair sequences
RS such that this set contains at least one repair sequence for
each constraint in C, it suffices to compute the conflict graph
representing only the conflicts caused by the repair sequences
of RS , provided that only these sequences are used for repair.

Given a set of constraints, there may be no graph that
satisfies all the constraints, i.e., the constraints may contradict
each other. If a constraint set is circular conflict-free, it is

also satisfiable. This is a consequence of the correctness and
termination of our repair algorithm (Theorem 7.1).

Definition 6.9 (satisfiable constraint). A simple constraint c
is satisfiable if there is a graph G that satisfies c.

Corollary 6.1. A set of constraints C is satisfiable if there is a
repair rule set R for C so that C is circular conflict-free w.r.t.
R.

During repair, we use the topological order of the conflict
graph to determine the repair order of the constraints. In
particular, the use of this order is an essential part of proving
the correctness and termination of the algorithm.

Definition 6.10 (topological order [19]). Given a graph G, a
sequence (v1, . . . , vn) of nodes in G is called a topological
order of G if no edge e ∈ EG with s(e) = vi, t(e) = vj and
i ≥ j exists.

VII. REPAIR ALGORITHM

Now we are ready to present our algorithm for graph repair.
This algorithm can repair all violations one by one. During
the repair, no side effects occur where repairs have to be taken
back or even a consistent graph cannot be achieved. Hence, the
repair algorithm terminates and all violations can be repaired.
The main assumption for this kind of repair is that the set of
constraints is circular conflict-free, i.e., the constraints do not
influence each other too much. Hence, the constraint violations
can be repaired in a topological order so that new violations
of already repaired constraints are not introduced.

Our approach is divided into two parts. Algorithm 1 repairs
one circular conflict-free constraint. Algorithm 2 uses Algo-
rithm 1 to repair a circular conflict-free set of constraints.

Algorithm 1: Repair algorithm for one circular
conflict-free constraint
Data: A graph G, a circular conflict-free constraint c

over a graph C and a repairing rule set R for c.
Result: A graph H with H |= c.

1 Determine a set of repair sequences for c;
2 while G ̸|= c do
3 Determine the set P of all violating morphisms;
4 Choose p : C ↪→G ∈ P ;
5 Choose a repair sequence for c;
6 Apply the repair sequence at match p, let H be the

resulting graph;
7 G← H;
8 end
9 return G;

It would be sufficient to compute the set P once. Since one
application of a repair sequence can repair several violating
morphisms at once, we compute P in each iteration to avoid
applying a repair sequence to a morphism that has been
repaired in a previous iteration.
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(a) Repair by deleting the edge between Client “Alice”
and Account a1.
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(b) Repair by deleting the edge between Client “Bob” and
Account a1.

Fig. 9: Possible results of Algorithm 1.

Example 7.1. Let us assume that the rule setR contains all the
rules shown in Fig. 5. Consider again the constraint c2 (Fig. 3)
and the graph G (Fig. 2). As already described in Example 4.2,
nv(c2, G) = 1. Algorithm 1 can repair c2 by applying the rule
unassginAccount in two different ways. Either by removing
the edge running from Client “Bob” to the Account with id 1
or by removing the edge running from Client “Alice” to this
Account. Both possible outcomes of this repair are shown in
Fig. 9. Note that the first repair has the unpleasant side effect
that constraint c1 is no longer satisfied, since Client “Alice” is
not associated with any Account.

Algorithm 2: Repair algorithm for a finite, circular
conflict-free set of constraints

Data: A graph G, a finite, circular conflict-free set of
constraints C and a repairing set R for C.

Result: A graph H with H |= C.
1 Choose a topological order (c1, . . . , cn) of the conflict

graph of C w.r.t. R;
2 for i← 1 to n do
3 Repair ci in G with Algorithm 1, let H be the

resulting graph;
4 G← H ;
5 end
6 return G;

Example 7.2. As discussed in Example 4.2, the graph G
in Fig. 2 does not satisfy the set C = {c1, c2, c3} and

c1:Client

name = Bob
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Fig. 10: Repair result using Algorithm 2 with C = {c1, c2, c3}
and R = {unassignAccount, insertAccount, assignPortfolio}.

R = {unassignAccount, insertAccount, assignPortfolio} is a
repairing set for C (Example 6.4). As the topological order of
the conflict graph (Fig. 8a), we can choose either (c2, c1, c3),
(c3, c2, c1) or (c2, c3, c1). If (c2, c1, c3) is chosen, Algorithm 2
repairs c2 in the first step and creates one of the graphs shown
in Fig. 9. The graph in Fig. 9a does not satisfy c1. Therefore,
first c1 and then c3 are repaired. A possible result of the repair
process is shown in Fig. 10.

Theorem 7.1. Given a graph G, a finite, circular conflict-free
set of constraints C and a repair set R for C. Then, Algorithm
2 is correct, i.e., it terminates and returns a graph that satisfies
C.

Proof. Given an topological order (c1, . . . , cn) of the conflict
graph of a constraint set C w.r.t. to a repair rule set R for C.

According to the definition of direct consistency-
maintaining rules, a repair sequence for ci cannot introduce
new violating morphisms for a constraint cj with j < i. Since
Algorithm 1 only applies derived repair rules, a repair of ci
in a graph that already satisfies cj will result in a graph that
still satisfies cj . Thus, if the number of constraints is finite
and the constraints are repaired according to the topological
order, the resulting graph satisfies C.

It remains to show that Algorithm 1 terminates and thus,
the resulting graph satisfies constraint c whose violations are
to be repaired. By Definition 6.3, an application of a repair
sequence for c does not introduce any new violating morphism.
Thus, the finite number of violating morphisms decreases with
every iteration of the while loop. Therefore, the set P is
empty after a finite number of iterations. By the definition of
violating morphisms (Definition 3.3), one can easily see that
the absence of violating morphisms implies the satisfaction of
the constraint. Therefore, Algorithm 1 terminates after a finite
number of iterations.

Corollary 7.1. Algorithm 1 terminates and returns a consistent
graph.

Discussion: To better understand how our graph re-
pair algorithm can be used for model repair, we discuss
its properties along the feature-based classification of model
repair approaches in [3]. Our graph repair algorithm is semi-
automatic, in that the user can choose a repair sequence for
each violation and these repair sequences are then used to



repair the graph G. The algorithm is also incremental, since
it repairs one violation at a time. If there is no constraint
violation, nothing happens which means that the algorithm is
stable. For each graph repair, the user can configure the set of
constraints whose violations are repaired and also the set of
repair rules to be applied. However, the absence of circular
conflicts is checked for the selected sets before the actual
repair is made. The repairs are not necessarily least-changing,
as this property depends directly on the repair rules chosen.

VIII. RELATED WORK

In the following, we compare our repair approach with other
rule-based approaches to graph and model repair.

A. Rule-based graph repair

There are several approaches to rule-based graph repair [6],
[8]–[11], [22], [23]. The approach closest to ours is that
of Habel and Sandmann [8]–[11]: Similar to our approach,
Habel and Sandmann define a formal approach based on graph
transformation and nested graph constraints in alternating
normal form (ANF). More precisely, they define rule-based
graph repair for constraints in ANF that have a nesting level
less than or equal 2 or end with ∃(C,true). They have
presented a terminating repair algorithm for this form of
constraints that is able to produce consistent graphs. Their
algorithm derives rules from the constraints; alternatively, a
given rule set (specifying, e.g., basic editing operations for
graphs) can be checked for equivalence to the derived rules.
Considering repair in terms of a single constraint, our new
concept of circular conflict-free constraints (Def. 6.2) is an
important step beyond their work. Sandmann and Habel prove
termination only for repair programs called solid in [11],
which are severely restricted in that they are forced to reuse
existing graph elements wherever possible. For example, in
our running example, once an Account exists, their solid
repair program repairs our constraint c1 by connecting Clients
without Accounts to pre-existing Accounts (likely leading to
violations of c2). In terms of repairing a set of constraints,
our approach can be seen as complementary to theirs. They
are able to repair preserving sequences, i.e. sequences of con-
straints where the repair program does not introduce violations
of previously repaired constraints. They show that the property
of being preserving is semi-decidable [11, Lemma 22]. Our
notion of circular conflict-freeness of a set of constraints
(Def. 6.8) can be understood as a new, statically checkable
sufficient condition for the sortability of a set of conditions into
a preserving sequence. Finally, our fine-grained consistency
check which is able to detect small improvements (at the level
of individual elements) even if full consistency has not yet
restored, is a new formal concept.

In [6], the authors formalize rule-based model repair on
the basis of graphs and precisely characterize the type of
constraints for which the repair algorithm terminates and
results in consistent models. However, the type of constraints
is quite limited and only includes the constraints for models
in the Eclipse Modeling Framework (EMF) and multiplicity

constraints. (Note that multiplicity constraints can also be
specified with exactly the two forms of simple constraints
presented in this paper.)

In [23], the authors consider constraints of the form
∀(C1,∃(C2,true)). They extend given transformation rules
to so-called interaction schemes [24] such that the creation of
new occurrences of C1 is accompanied by the then necessary
creation of an occurrence of C2. Under certain conditions, this
formalism can also be used to repair existing violations of such
constraints.

In addition, there is a large amount of work on triple graph
grammars (TGGs) [25] where two graphs are interconnected
by an intermediate one. In TGGs, updates of one graph are
propagated to the other graph via the intermediate graph. In
[22], this kind of graph repair is optimized so that the resulting
graphs satisfy constraints of the form ∀(C,false).

B. Rule-based model repair

There are also several approaches to rule-based model repair
such as [4], [5], [26]–[29]. As a good example for the state-of-
the-art of rule-based model repair without formal foundation
we discuss a recent work in more detail. In [4], the authors give
an up-to-date presentation of a major approach to rule-based
model repair. In this approach, abstract repairs are generated
for the various causes of inconsistencies. To repair an incon-
sistency, there may be multiple repair alternatives in form of
repair sequences, which are organized in repair trees [27]. This
approach has been implemented for UML models and OCL
constraints and has been extensively evaluated in practice for
larger models and constraint sets. It is shown that this approach
is powerful and suitable for practice. Since it is not a formal
approach, its correctness has not been proved. Specifically, it
does not provide static conditions for conflict-free repair, as
our approach does.

IX. CONCLUSION

Rule-based graph and model repair are very popular because
it allows constraint violations to be repaired in a flexible,
interactive way. Rule-based repair supports the separate repair
of each violation and the flexible selection of a suitable repair
alternative. The main disadvantage of rule-based approaches
is that side effects can occur in the sense that repairing a
violation can inadvertently introduce new violations. In this
paper, we have presented a rule-based approach to graph repair
so that no backtracking due to side effects is required to repair
all violations. This is possible if the set of constraint does
not contain circular conflicts within the same constraint or
between different constraints. This additional assumption can
be checked statically, i.e., directly on the constraint set. It does
not require the actual graph with constraint violations.

Nevertheless, circular conflict-free nature of constraints is,
of course, a limitation of our repair approach. It is the task of
future work to develop repair strategies for constraint sets with
circular conflicts. For example, one strategy could be to first
identify the largest sets of circular conflict-free constraints, so
that the user can select one of these sets and begin a fast repair



of all corresponding violations, and then attempt to repair the
remaining violations by hand.

Furthermore, we plan to implement our repair algorithm
based on Henshin and its conflict analysis, and to apply it to
larger case examples. In this way, we would like to evaluate
how suitable our graph repair approach is for practical use.

On the theoretical side, we plan to extend our graph repair
approach to different variants of graph-like structures, which
is possible if the constructions are defined on the basis of
category theory, as well as to constraints with deeper nesting
levels, as already considered in [17] for typed graphs.
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